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Abstract—Electronic Health Record (EHR) and its privacy have attracted widespread attention with the development of the healthcare industry in recent years. As locking medical data in a single healthcare center causes information isolation, healthcare centers are motivated to build medical data sharing systems. However, existing systems highly rely on the trusted centralized servers, which are vulnerable to distributed denial of service (DDoS) attacks and the single point of failure. Moreover, it is a non-trivial matter to authorize multiple users to search and access EHR in a privacy-preserving manner.

In this paper, we propose MedShare, a decentralized framework for secure EHR sharing. Our design utilizes the smart contract technique of blockchain to establish a trusted platform for healthcare centers to share their encrypted EHR. Considering that fine-grained access control is essential in practical EHR sharing service, we devise a constant-size attribute-based encryption (ABE) scheme, where the access policy is embedded in search result on the blockchain. Besides, we propose an efficient scheme that enables authorized MedShare users to perform multi-keyword boolean search operations over encrypted EHR. We formally analyze the security strengths and implement the system prototype on Ethereum. Evaluation results demonstrate that MedShare is efficient for EHR sharing.

Index Terms—Searchable encryption, decentralized framework, medical data sharing, attribute-based encryption, boolean search.

1 INTRODUCTION

HEALTHCARE industry has experienced transformations from Healthcare 1.0 to Healthcare 4.0 with the rapid development of medical technology [1], which helps to save and extend the patient’s lives. In the past decade, many well-known healthcare startups, such as Flatiron Health[2], ICarbonX[3], and Datavant[4] have been founded. Along with this trend, Electronic Health Record (EHR) has always been playing a significant role in clinical diagnosis and treatment in the healthcare domain [2]. EHR sharing is primarily important to the improvement of medical services [3]. To reduce the maintenance cost, it is very common that EHR owners outsource their EHR to a cloud server [4].

With the increasing concern of EHR privacy, many privacy-preserving EHR sharing schemes have been proposed [5], [6]. In these schemes, the EHR owners encrypt their EHR before outsourcing to the cloud server with specified access control policy. The users (doctors or practitioners) with different attributes submit the encrypted search keywords to the cloud server. The cloud server performs the search operations over the ciphertexts of EHR with the search keywords. The users can only decrypt the ciphertexts that their attributes satisfy. However, this model relies on a centralized server to manage EHR and deal with query requests, which has two major disadvantages. First, the centralized model is vulnerable to DDoS attacks and the single point of failure, making the medical service unavailable. Second, the cloud server is not fully trustable and may not honestly perform all the required computations.

Another model for medical data sharing is the patient-centric model [7], [8]. This model lets patients collect and manage its EHR by themselves. The patients are responsible for constructing the ciphertexts of EHR with access control policy, which requires powerful computing resources. However, in practice, the EHR of a patient is stored in the healthcare centers that the patient has attended. It is actually geographically scattered when the patient goes to different healthcare centers for medical services. If a patient is transferred from one healthcare center to another, the doctor in the later center needs to refer to the EHR in the previous center. It is inefficient to access EHR for both doctors and patients due to the information isolation. It lacks a reliable platform for these distributed healthcare centers to share medical data.

The emergence of the blockchain [9] technique comes as a promising solution for EHR sharing because of its decentralization, transparency, immutability, and verifiability. The blockchain can be regarded as a decentralized ledger that records all of the history data (i.e., transactions) that can be seen by everyone. All transactions are validated by other blockchain nodes through the underlying consensus protocol, and they cannot be modified. By using blockchain, the healthcare centers can build their own indexes and post them to the blockchain, and the data users can use...
the smart contracts deployed on the blockchain to honestly perform the data search operations. Meanwhile, all data access operations are recorded on the blockchain and can be verified by all parties.

Recently, some blockchain-based schemes discussed in [10] have been proposed to support data sharing in healthcare. Typically, FHIRChain [11] and MedShare [12] were both focused on managing authorization permissions through interoperability, where the behaviors of EHR were recorded on the blockchain. They highly rely on real-time interaction. That is, all the related entities need to be online all the time. Besides, a blockchain-based EHR sharing system also brings some new issues: 1) As EHR always contains sensitive information, data confidentiality is of top importance, which conflicts with the transparency of the blockchain. 2) It is still difficult to achieve encrypted fine-grained access control of the search result on the blockchain, where only lightweight storage is provided. The reason is that the ciphertext size of traditional attribute-based encryption (ABE) schemes [13], [14] increases linearly with the complexity of the access policy. 3) How to efficiently find the targeted EHR through blockchain is also a critical issue. It is challenging to enable secure on-chain multi-keyword conjunctive boolean search (boolean search) to achieve efficient EHR sharing services. Existing boolean search schemes [15], [16] require interaction between the server and data users to process the multiple keywords. However, it is inefficient for users to interact with the blockchain-based medical system for keywords in the boolean query.

In this paper, we propose MedShare, a new blockchain-based framework for privacy-preserving EHR sharing. To protect EHR privacy, healthcare centers publish their encrypted EHR indexes on the blockchain using smart contracts and then make these smart contracts to conduct reliable and secure search services. In our multi-user setting, we propose a fine-grained on-chain access control mechanism by using attribute-based encryption [17] with constant size, where the access control policy is embedded in the result. For efficient data retrieval, we design a non-interactive on-chain boolean search protocol in sublinear complexity based on the boolean search scheme [15]. In summary, our main contributions are listed as follows:

- We propose a new blockchain-based framework for secure EHR sharing, named MedShare. By utilizing the blockchain, MedShare provides the track of how the EHR is accessed and guarantees the integrity of query result during medical services.
- We design an on-chain lightweight attribute-based encryption mechanism to achieve fine-grained access control of EHR for multiple users, where the access policy is embedded in the encrypted result on the blockchain.
- We devise a new privacy-preserving on-chain boolean search scheme that enables efficient data retrieval before accessing the plaintext EHR.

The rest of this paper is organized as follows. Section 2 introduces the related work. Section 3 shows the background knowledge and cryptographic primitives. Section 4 presents the system architecture, threat assumptions, and design goals. Section 5 shows the design details. The implementation of our design is discussed in Section 6. Our security analysis is conducted in Section 7. Section 8 describes the experiment and performance evaluation. Finally, Section 9 concludes this paper.

2 RELATED WORK

Our work involves plenty of techniques in applied cryptography and blockchain area. In this section, we will elaborate on representative studies in three principal fields.

2.1 Fine-Grained Access Control

Attribute-based encryption (ABE) technique enables the data owners with fine-grained access control for sensitive data access based on the attributes of users. Namely, only the users with attributes that satisfy the owner-enforced access policy can decrypt the encrypted messages under a specific structure. The concept of ABE was first proposed by Sahai et al. [18], in which the prototype was derived from identity-based encryption. Classical ABE schemes can be classified into two categories: Key-policy ABE (KP-ABE) and Ciphertext-policy (CP-ABE). In KP-ABE [19], the users’ private keys were generated according to access policy, and the ciphertext of confidential data was related to the system attributes. For CP-ABE [13], [20], the roles of attributes and access policy are converted. All of these schemes have played an important role in fine-grained access control of data sharing systems. Nevertheless, it is inefficient when the authorized users want to find the targeted data among a large number of EHR directly encrypted by the ABE schemes. Several works [21], [22] have resorted to the combination of searchable encryption and ABE schemes, which is an effective method to address this issue. Moreover, when implementing an ABE system, schemes in [23], [24] suffered from efficiency drawbacks in both computation cost and ciphertext size because of the complex access structures. Several works [17], [25] have been proposed to solve this problem, which makes ABE more practical in practice. In our blockchain-based application, we utilize the ABE algorithm with constant ciphertext size and computation overhead, which can greatly reduce the storage overhead on each peer node of blockchain.

2.2 Searchable Encryption

Searchable encryption (SE) technology has always been one of the research hotspots in the cloud-based data outsourcing era. SE enables the semi-trusted server to search directly over encrypted data without decryption, where the data privacy is protected as well. Many schemes mainly focused on improving the functionality [26] and security [27] of the query in the single-writer/single-reader scenario. Namely, the data owner, who is also the unique user, encrypts data and generates search tokens with the symmetric private key. With the continuously increasing demands of user scale in practice, the multi-user model was introduced to settle encrypted search among several separate users [28], [29]. Currently, researchers are concentrated on exploring rich functionality and secure SE schemes for large-scale data. Cash et al. [15] presented the first design that realized sublinear conjunctive keyword search over structured data, where boolean queries were also supported. This work has
motivated several researches [30], [31] on search systems in different application scenarios. For example, Sun et al. devised a non-interactive scheme [32] that avoided per-query interaction between the data owner and users. To improve the efficiency of the OXT presented in [15], Kamara et al. [33] proposed the scheme with worst-case sub-linear search. Jiang et al. [34] devised the privacy-preserving SE scheme to support multi-keyword search based on the low-frequent keyword on the blockchain. Recently, Zhang et al. [35] redesigned the boolean keyword search scheme for multiple clients with owner-enforced authorization. In dynamic databases, Patranabis et al. [36] developed the forward and backward private SE scheme for conjunctive boolean keyword searches. Moreover, we are aware that there are leakage abuse attacks in SE schemes in recent years. They can be mitigated by using the padding [37] or ORAM [38] technologies, which is not the focus of this paper. In this work, we aim to build an efficient and privacy-preserving on-chain boolean search scheme without relying on a trusted server.

2.3 Blockchain Applications

There are many blockchain-based schemes [39], [40] in decentralized applications, especially in access control and secure search. To achieve accountability and authentication, Azaria et al. [41] first devised a distributed prototype to manage EHR authorization by utilizing blockchain and smart contract. Each participant is bound to the specified smart contract to control real-time permissions by interoperability. Later, Laurent et al. [42] proposed an access control scheme based on blockchain, where the smart contract maintains a white/blacklisting to indicate permit/deny. These schemes only consider the blockchain as an access control moderator without concerning protecting sensitive information. To address privacy issues, Hu et al. [43] conceived to integrate SE technique with blockchain to achieve on-chain keyword search by storing the index on the blockchain. To enhance query performance, Cai et al. [44] utilized the smart contract to record the encrypted search process to ensure fair payment while the operations of the matching index are all off-chain. However, these works only focus on the single-user model, which ignores the issue of access control for multiple users. To settle this issue in medical data sharing, many blockchain-based schemes have been proposed. In [45], the authors proposed a patient-centric medical data management system with fine-grained access control on the blockchain. But it only supports the single keyword query, which is not efficient in practice. In Healthchain [46], Xu et al. devised a system fitting into large scale health data from the internet of things based on blockchain, where transactions were designed for key management. Besides, the proposed framework is a private blockchain by redesigning the fundamental architecture. Jiang et al. [47] proposed a medical information exchange system with the off-chain storage and on-chain verification design. Chen et al. [48] designed the EHR sharing system that supported logic expression query with integrity assured. But the access control in this scheme is to request permission through interaction. Motivated by the above works, we seek solutions to devise a verifiable and trustworthy framework supporting secure EHR sharing with fine-grained access control.

<table>
<thead>
<tr>
<th>Acronym</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>$\lambda$</td>
<td>the security parameter</td>
</tr>
<tr>
<td>$id \in {0,1}^{\lambda}$</td>
<td>the file ID</td>
</tr>
<tr>
<td>$DB(w)$</td>
<td>set of files that contain keyword $w$</td>
</tr>
<tr>
<td>$w = (w_1, \ldots, w_n)$</td>
<td>the authorized keyword set for users</td>
</tr>
<tr>
<td>$L$</td>
<td>the attribute list of users</td>
</tr>
<tr>
<td>$A$</td>
<td>access policy of HCs</td>
</tr>
<tr>
<td>$RDK$</td>
<td>the retrieval decryption key to decrypt the encrypted EHR files</td>
</tr>
<tr>
<td>$EDindex$</td>
<td>on-chain encrypted database index</td>
</tr>
<tr>
<td>$BSindex$</td>
<td>on-chain boolean search index</td>
</tr>
<tr>
<td>$PTindex$</td>
<td>on-chain partial token map</td>
</tr>
<tr>
<td>$term$</td>
<td>the least frequent term among boolean search terms (or keywords)</td>
</tr>
<tr>
<td>$H_0, H_1, H_2, H_3$</td>
<td>cryptographic hash function</td>
</tr>
<tr>
<td>$F, F_p$</td>
<td>key-based pseudo-random function (PRF)</td>
</tr>
<tr>
<td>$P$</td>
<td>pseudo-random permutation (PRP)</td>
</tr>
<tr>
<td>$SK$</td>
<td>private key set of users</td>
</tr>
<tr>
<td>$ST_w$</td>
<td>search token of keyword $w$</td>
</tr>
</tbody>
</table>

3 Preliminaries

In this section, we introduce some background knowledge and related techniques that will be utilized in this paper. The notations are summarized in TABLE 1.

3.1 Blockchain and Ethereum

Blockchain has developed into a very promising technology in recent years with the rise and booming of cryptocurrencies, such as Bitcoin [9], Ethereum [49]. It is essentially a linked chain of data blocks added by the consensus among most peer nodes. The link pointer between blocks is generated with the cryptographic hash functions that ensure transaction data in the blockchain immutable and the block linked tamper-proof. The characteristics of blockchain can be summarized as 1) Transparency: Everyone in the blockchain system can obtain all the transactions recorded. 2) Traceability: All of the status changes of data recorded in transactions can be accessed by tracing the linked blocks. 3) Immutability: All transactions added to the blockchain are the results of the cryptographic consensus. Thus, no one can change transactions and blocks.

Ethereum is a new decentralized platform with programmable smart contracts, which makes the blockchain more powerful. The platform supports Turing Complete, enabling users to create, deploy, and run the smart contract on the blockchain. Ideally, the contract can be executed automatically according to the predefined logic without any central party involved, and the result will be recorded on the blockchain. In our system, we aim to leverage the smart contracts to honestly carry out the authorized search operations instead of using traditional central servers.
3.2 Cryptographic Primitives

3.2.1 Bilinear Pairing

Let $G, G_T$ be two cyclic multiplicative groups of the same prime order $p$. $g$ is the generator of $G$. Denote $\hat{e}$ a bilinear pairing: $G \times G \rightarrow G_T$ with the following properties: (1) Bilinear: $\hat{e}(g^a, g^b) = \hat{e}(g, g)^{ab}$ for all $a, b \in \mathbb{Z}_p^*$; (2) Non-degenerate: $\hat{e}(g, g) \neq 1$; (3) Computable: It is efficient to compute $\hat{e}(g_1, g_2)$ for all $g_1, g_2 \in G$.

3.2.2 Hardness Assumptions

DDH Assumption. Let $G$ be a cyclic group of prime order $p$, the decisional Diffie-Hellman (DDH) problem is to distinguish the ensembles $\{(g, g^a, g^b, g^{ab})\}$ from $\{(g, g^a, g^b, g^c)\}$, where the elements $g \in G$ and $a, b, c \in \mathbb{Z}_p$ are chosen uniformly at random. We say that the DDH assumption holds if there is not any Probabilistic Polynomial Time (PPT) distinguisher $D$ can solve the DDH problem in a non-negligible advantage.

$$\left| \Pr[D(G, p, g, g^a, g^b, g^c) = 1] - \Pr[D(G, p, g, g^a, g^b, g^{ab}) = 1] \right| < \epsilon.$$  

Strong RSA Problem. Set $n = pq$, where $p$ and $q$ are two big prime integers. Choose a random element in $\mathbb{Z}_n^*$, we say that an efficient algorithm $A$ solves the strong RSA problem if it receives as input the tuple $(n, g)$ and outputs two elements $(z, e)$ such that $z^e \equiv g \pmod{n}$.

3.2.3 Pseudo-random Functions

A function $F$ transforms the element $x \in X$ to an output $y \in Y$ with a secret key $k_f \in K$. We say $F$ is a pseudo-random function (PRF) if for all efficient adversaries $A$, its advantage $Adv_{F,A}(\kappa) = |\Pr[A^{F(K)}(1^n) = 1] - \Pr[A^{f(1^n)}(1^n)]| < negl(n)$, where $negl(n)$ is a negligible function in $F$ and $f$ is a truly random function from $X$ to $Y$.

3.2.4 Access Policy in Attribute-based Encryption

Access Structure. Given an attribute set $L$ and an access policy $A$, we consider that $L$ satisfies $A$ if and only if $A$ returns 1 on $L$, represented by $L \models A$. If $L$ does not satisfy $A$, we denote this case by $L \notmodels A$. In our scheme, we consider AND-gate policy $AND_a^m$. In formal, given an attribute list $L = [L_1, L_2, \cdots, L_n]$ and an access policy $A = \{A_1, A_2, \cdots, A_n\}$, where $I_A$ is a subscript index set and $I_A = \{i|1 \leq i \leq n, A_i \neq \phi\}$, we hold that $L \models A$ if $A_i = \phi$ or $L_i = A_i$ for all $1 \leq i \leq n$ and $L \notmodels A$ otherwise. It is noted that the wildcard $\phi$ in $A$ plays the role of “do not care” value.

4 PROBLEM STATEMENT

4.1 System Architecture

Fig. 1 shows the architecture of MedShare, containing four main entities: healthcare centers (HCs), EHR users, the blockchain, and attribute authority (AA) (not shown).

- HCs are data owners of EHR that establish and collect medical data. To protect data confidentiality, they need to encrypt original EHR and store them locally (or local server). They generate and distribute authorized keyword search keys for users. Meanwhile, they are responsible for building encrypted indexes and deploying them on smart contracts.

- Users in MedShare are doctors, nurses, and so on, who are allowed to access the EHR. They are assigned with various attributes, so they have different EHR access permissions. After each query, they obtain the search result from the blockchain.

- Blockchain is the platform that provides decentralized and verifiable computation. In MedShare, the encrypted indexes of EHR are deployed on smart contracts by HCs in advance. When users submit authorized search tokens, the on-chain search algorithm is executed by smart contract automatically. Note that we adopt the consortium blockchain in MedShare to improve the throughput of the whole system, where the latest Blockchain-as-a-Service (BaaS) solutions can be applied, such as Microsoft Azure, Amazon, etc.

- AA is responsible for entitling attributes for users according to their identities or roles in our system. It also issues the encryption keys for HCs and the attribute secret keys for users.

In MedShare, we utilize a hybrid storage architecture, the same as in [44], to adapt to the limited storage capability of blockchain, i.e., storing encrypted EHR locally and maintaining indexes on the blockchain. Each HC maintains their EHR databases as the inverted index (denoted by $DB(w)$), the EHR files that include keyword $w$. It constructs the secure searchable indexes with fine-grained access control policy. The problem is that, given an authorized search token of multiple keywords, we aim to achieve verifiable and correct boolean search over on-chain EHR indexes securely. Meanwhile, for the search result on the blockchain, each user can only access the EHR permitted by its attributes.

4.2 Threat Assumptions

Our main goal is to protect data confidentiality and query privacy in data access by the blockchain-based system. We make the following threat assumptions for the entities involved in our system:

- Peer nodes of the blockchain are potential adversaries [50]. They honestly execute the designated search protocols. However, they intend to learn sensitive information from the on-chain indexes, query transactions, and search result.
• **HCs and users** are assumed trusted. We consider HCs are reputable institutions and honestly provide valid EHR indexes. Users submit search tokens generated from the predefined token generation protocol.
• **AA** is always trusted. It honestly generates keys for HCs and users, respectively.

4.3 Design Goals

Under the aforementioned system architecture and threat assumptions, the proposed MedShare scheme aims to achieve the following goals.
• **Privacy Preserving:** No other party can obtain the EHR information except the authorized users.
• **Correctness and Verifiability:** The correctness and completeness of search result in the medical services shall be guaranteed.
• **Fine-grained Access Control:** The access control of EHR files is decided by the access policy embedded in the encrypted indexes. Only if the attributes of the user satisfy the policy can it access the corresponding EHR files of search result.
• **Multi-keyword Conjunctive Boolean Search:** By submitting the search tokens encrypted from multiple keywords, the user will get encrypted result containing all of these keywords.

5 The Design of MedShare

In this section, we first introduce the overview design of MedShare. Our design can be regarded as two parts: on-chain access control and multi-keyword boolean search. We further present the design details of each part, respectively.

5.1 The Overview of Our Design

In our design, we adopt the blockchain as the underlying platform to conduct the search and access control procedures in EHR sharing. To find the targeted EHR efficiently, we propose the privacy-preserving on-chain boolean search scheme. As shown in Fig. 2, the HCs need to make their own access policy in advance for users with different attributes. All EHR is encrypted and stored locally by the HCs. They construct the searchable indexes based on the predefined access policy and then deploy them into the smart contracts on the blockchain, respectively. Under our design, access control is embedded in the search result stored on smart contracts. When users want to access EHR, they transform the search keywords into search token with the authorized keyword independently. The smart contracts will perform the encrypted boolean search according to search protocol. Then, the result (encrypted EHR file IDs and decryption keys) is recorded on the blockchain, and users can decrypt it using their attribute keys assigned previously by the AA.

To enable privacy-preserving and efficient EHR sharing for HCs and users, there are still two challenges to be solved. The first one is to devise a privacy-preserving on-chain access control scheme. Existing solutions [41], [42], [51] use the blockchain to realize real-time permit/deny access control, where the access policy is public to everyone. As the blockchain is transparent, it will lead to the disclosure of privacy if the access policy is sent to the blockchain directly in our medical system. In addition, fine-grained access control is more practical in such a system. However, it is challenging because blockchain can only support lightweight storage. The second challenge is how to enable users to perform efficient on-chain boolean search. Existing cloud-based boolean search schemes [15], [16] rely on the cloud to interact with users honestly. However, the interaction will greatly reduce the throughput of the whole system on the blockchain. Moreover, there is not such a trusted server anymore. To solve the two issues mentioned above, we propose the on-chain access control by adopting constant-size ABE and designing on-chain indexes to support efficient boolean search in a non-interactive manner. The details will be presented in the following subsections.

5.2 On-chain Constant-size ABE-based Access Control

In MedShare, the first issue is how to achieve fine-grained access control for multiple users on the blockchain. To this end, we resort to ABE [19] technology, which is suitable for the data access control design of multiple users. However, it is not easy to apply ABE to our blockchain-based platform. The reason is that existing ABE schemes suffer from severe efficiency drawbacks due to huge ciphertext storage and large computation overhead. Whereas, blockchain can only support limited storage and has constrained computation power. In light of the aforementioned observations, we design a new solution through constant-size ciphertext ABE with constant computation cost.

In EHR sharing application scenarios, we consider that users have multiple attributes, by which the access policy is defined. Let \( U = \{ \eta_1, \eta_2, \cdots, \eta_n \} \) denote \( n \) attributes in the medical system, where each of them has multiple values. Let \( S_i = \{ v_{i,1}, v_{i,2}, \cdots, v_{i,n_i} \} \) denote the multi-value set for the attribute \( \eta_i \). For instance, a user may belong to department of medicine with the duty of nurse. Next, we will present the on-chain fine-grained access control design in MedShare.

**ABE.Setup:** AA chooses two random numbers \( x, y \in \mathbb{Z}_p^* \) as the master key \( ABE.msk = (x, y) \). \( H_0 \) is a collision-resistant hash function: \( \{ 0, 1 \}^* \rightarrow \mathbb{Z}_p^* \). To bind each attribute value to its corresponding attribute, we set \( X_{i,k_i}, Y_{i,k_i} \), as:

\[
X_{i,k_i} = g^{-H_0(x||i||k_i)}, \quad Y_{i,k_i} = \hat{e}(g, g)^{H_0(y||i||k_i)}, \tag{1}
\]
where $i$ (1 ≤ $i$ ≤ $n$) is the $i$-th attribute $\eta_i$ in $U$ and $k_i$ (1 ≤ $k_i$ ≤ $n_i$) is the $k_i$-th value in the attribute value set $S_i$. The public key for attributes is $ABE.mkp = (g, \{X_{i,k}, Y_{i,k}\})$.

**ABE.KeyGen:** Let $L$ denote the attribute list that the user has. For each attribute value in $L$, AA selects a secret value $sk \in \mathbb{Z}_{p}$ to bind each value to the attribute it belongs to. $H_{3}$ is another collision-resistant hash function: $\mathbb{Z}_{p}^{*} \rightarrow \mathbb{G}$. Then for the $i$-th attribute (1 ≤ $i$ ≤ $n$) and the $k_i$-th value in the attribute list $L$ of the users, the corresponding attribute key $SK_L = (sk, \{\overline{\sigma}_i\})$ can be computed as:

$$\overline{\sigma}_i = \sigma_{i,k_i} = g^{H_0(y_{i,k_i})} H_{3}(sk)^{H_0(x_{i,k_i})}. \quad (2)$$

**ABE.Enc:** In our design, the EHR file indexes are uploaded to the blockchain. To protect the privacy and achieve fine-grained access control, we resort to making the ciphertext of ABE with constant size, which reduces the storage overhead of blockchain. In detail, we aggregate all the attributes and corresponding values in access policy $A = \bigwedge_{i \in I_a} A_i$ by a continuous multiplication function:

$$\langle X_A, Y_A \rangle = \left( \prod_{i \in L_A} \bar{X}_i, \prod_{i \in L_A} \bar{Y}_i \right),$$

where $\langle \bar{X}_i, \bar{Y}_i \rangle = \langle X_{i,k_i}, Y_{i,k_i} \rangle$ is shown in Eq. 1. In MedShare, files are encrypted with different symmetric AES key $k_{id}$, which is also the retrieval decryption key (RDK). The HCs store the encrypted files locally. Here, the file ID $id$ and corresponding decryption key $k_{id}$ (id||k_{id}) is what we want to protect under access policy. Then, each HC selects $s \in \mathbb{R}$ $Z_{p}^{*}$ and sets:

$$e_{id} = ABE.Enc(mkp, id||k_{id}, A) = \langle A, C_0, C_1, C_2 \rangle, \quad (3)$$

where $C_0 = (id||k_{id}) \cdot Y_A^s$, $C_1 = g^s$, and $C_2 = X_A^s$. Now, we have encrypted the sensitive information into constant size ciphertext with fine-grained access policy. We will discuss how to combine it into the on-chain searchable indexes in section 5.3.2.

**ABE.Dec:** After retrieving search result from the blockchain, the user needs to decrypt them to get the plaintext EHR files. Similarly to that in ABE.Enc, secret key aggregation is also conducted by $\sigma_A = \prod_{i \in I_a} \overline{\sigma}_i$, where the $\overline{\sigma}_i$ is the user’s secret attribute key $SK_L$. Then the decryption phase is computed as:

$$id||k_{id} = \frac{C_0}{\bar{e}(\sigma_A, C_1) \cdot \bar{e}(H_3(sk), C_2)}, \quad (4)$$

where $C_0, C_1, C_2$ are the ciphertexts shown in Eq. 3. Only when the user’s attributes satisfy the access policy (i.e., $L \models A$) defined by the HC, the decryption in Eq. 4 can happen successfully. In our design, the decryption is also constant in computation, which is user-friendly. Note here, the constant computation means the decryption time is constant even if the number of attributes varies. Then, the user can obtain the encrypted EHR file with $id$ and get the plaintext EHR by using symmetric RDK $k_{id}$.

**5.3 Multi-keyword Conjunctive Boolean Search**

**5.3.1 Non-interactive keyword authorization**

Before introducing the design of on-chain boolean search, we now present how to implement the multi-user search keyword authorization process in MedShare. Existing privacy-preserving solutions [5], [52] require HCs to be online all the time to provide search tokens for different users, which are not suitable for practical EHR sharing applications. To address this issue, we devise a non-interactive search authorization scheme based on [16]. In MedShare, the HCs use the hash functions to transform keywords to primes to improve storage efficiency. Here, all keywords are mapped to distinct primes. In this paper, we will use $w$ to represent the corresponding prime of the keyword for ease of presentation. Afterward, by utilizing the RSA function, there will be only one interaction for HCs to issue the keyword secret keys in the initialization phase. Then, users can produce their target keyword search token independently, reducing the communication overhead between HCs and users significantly. By using our proposed scheme, users can only perform secure keyword search within the permitted keyword set.

With these primes of keywords, HCs will use $g^{\frac{1}{w_i}}$ to construct secure searchable indexes for keyword $w_i$. To authorize keyword set, each HC provides the potential users with a partial token $g^{\frac{1}{w_1 \cdots w_n}}$ for the keyword set $w$ including “$w_1, w_2, \dots, w_n$”, which are the keywords that the users will search with. Therefore, for specific users, their search capabilities are restricted at the given range rather than a random keyword search. When the user needs to search on keyword $w_i \in w$, it can obtain the value $g^{\frac{1}{w_i}}$ as shown in Eq. 5 based on the strong RSA problem, which will be used to generate the encrypted search tokens.

$$g^{\frac{1}{w_i}} = \left( g^{\frac{1}{w_1 \cdots w_n}} \right)^{\prod_{w \in w \setminus \{w_i\}} w} \quad (5)$$

**5.3.2 On-chain index design**

Under the above-mentioned design, we then consider how to achieve encrypted boolean search for the blockchain-based EHR sharing system. One straightforward method of performing boolean search is to repeat the single keyword search directly to retrieve all matched files. Then, users can get the common files via interaction operation of all these sets. This approach is simple but requires multiple rounds of interactions between the server and the users. Moreover, it will bring severe privacy leakage, where the server can access the matched file set of every keyword [31]. To address the above concerns, we seek an efficient and secure SE scheme for boolean search on the blockchain.

Motivated by [15], we resort to building three on-chain indexes achieving sublinear search complexity on the blockchain. The indexes are in the form of key-value pairs:

- EDIndex (encrypted DB index) is the encrypted form of mapping from keywords to all file IDs that contains them, respectively.
- BSIndex (boolean search index) is a file-keyword index, where the key represents the containment of a file for its keyword while the value indicates the existence of the containment.
- PTIndex (partial token map index) is used for generating search token (to be discussed in section 6.1) without relying on the trusted server as in [16].
To protect the privacy of search keyword \( w \), we first encrypt it to \( stag_w \) (to be discussed in IndexGen of section 6.1). We derive \( xind \leftarrow F_p(K_1, id) \) to hide the file ID \( id \) with PRF \( F_p \). As shown in Fig. 3, in EDindex, we link each \( id \) with a counter \( c \) and a random nonce \( t_c \) as each keyword \( w \) is contained in multiple files in the inverted DB index. To produce new unique nonce for each new file \( id \), we derive the search token nonce \( st_c \) from the random nonce \( t_c \) of current file \( id \) and the last \( st_{c-1} \) by a PRP \( P \). With this new search token nonce \( st_c \), the relationships between the newly appended files and the previous search queries cannot be revealed. To generate the keys in EDIndex, we associate each keyword with the latest random token nonce \( st_c \) by hash function \( H_1 \). Note that we use another different hash function \( H_2 \) to mask the ciphertexts and the random nonce \( t_c \) of file \( id \) as follows:

\[
e \leftarrow (e_{id} || t_c) \oplus H_2(stag_w || st_c),
\]

where \( e_{id} \) is the encrypted ciphertext of ABE in Eq. 3 to achieve on-chain fine-grained access control. Then, the access control is embedded in the result on the blockchain securely in MedShare. Moreover, to associate \( w \) with each file counter \( c \) (for multi-keyword boolean search process), we generate the blinding value:

\[
z \leftarrow F_p(K_Z, g_2^{1/w} || c).
\]

Then, we can calculate the blinded value \( y \leftarrow xind \cdot z^{-1} \) that reveals the connection of \( w \) and \( id \) for later efficient boolean search services. In EDIndex, we store the corresponding \( e \) and \( y \) for each file of keyword \( w \).

In BSindex, to enable the boolean search, we need to build and pre-store the one-to-one relation, representing this file contains the keyword by computing \( xtag \leftarrow F_p(K_Z, g_2^{1/w} || xind) \). The \( xtag \) value is to test whether this file \((xind)\) contains the keyword \( w \).

During the search process, there are multiple keywords \("w_1, w_2, \ldots\) in query \( Q \). Here, \( w_1 \) is the least frequent keyword in the query (stem). Then, the blinding value \( z \) is used to blind the rest search keyword \( w_j \) (\( j = 2, 3, \ldots \)) to build \( xtoken[i, j] \) as follows:

\[
F_p(K_Z, (sk_w^{(2)})^{1/w} || i) \cdot F_p(K_Z, (sk_w^{(3)})^{1/w} || j) = g \cdot F_p(K_Z, g_2^{1/w} || i) \cdot F_p(K_Z, g_2^{1/w} || j),
\]

where \( i \) is the counter of the \( i \)-th file containing the keyword \( w_1 \), and \( sk_w^{(2)} \), \( sk_w^{(3)} \) are parts of the search authorization key (as shown in Eq. 9). To avoid the interaction between the server and users in [15], the index PTIndex is constructed to link the counter \( c \) and search token nonce \( st_c \) with the current keyword. Here, only users with search keys can generate the label \( l \) to fetch the targeted partial token from PTIndex on the smart contracts. Only when all the \( xtoken[i, j] \) \( \in \) BSIndex for the \( i \)-th file of \( w_1 \), this \( id \) will be added into the final result. This protocol is correct because \( xtoken[i, j] = g \cdot F_p(K_X, g_2^{1/w} || xind \cdot z^{-1}) = g \cdot F_p(K_X, g_2^{1/w} || xind) \), which means this \( xtag \) in BSIndex is correctly recomputed. If all \( xtags \) are matched in BSIndex, this file also contains all the rest keywords in query \( Q \).

6 IMPLEMENTATION OF MEDSHARE

In this section, we first introduce the detailed construction of the secure multi-keyword search in MedShare. Next, we show how to extend it into general boolean search. Finally, we will give more discussions about the implementation prospect.

6.1 Construction of Secure Multi-keyword Search

We now introduce the detailed implementation of our proposed MedShare. This scheme consists of five algorithms: Initialization, DUKeyGen, IndexGen, DTOKENGEN, and On-chain Search, discussed as follows.
Algorithm 1: Encrypted Index Generation

**Input:** Public key $PK$, master key $MK$, database $DB$, the retrieval decryption key array $RDK$, a set of access policy $\bar{h}$

**Output:** EDIndex, BSIndex, and PTIndex
1. Initialize EDIndex and PTIndex to empty arrays;
2. Initialize BSIndex to an empty set;
3. for each $w \in DB$ do
   1. Initialize a counter $c \leftarrow 0$;
   2. Generate a random nonce $st_0 \leftarrow \{0, 1\}^\lambda$;
   3. Calculate $stag_w$ according to Eq. 10;
   4. for all $id \in DB(w)$ in random order do
      1. Set the counter $c \leftarrow c + 1$;
      2. Generate a random nonce $tc \leftarrow \{0, 1\}^\lambda$;
      3. Update $st_c \leftarrow P(tc, st_{c-1})$;
      4. $u \leftarrow H_1(stag_w \| st_c)$;
      5. Calculate $e_{id}$ (Eq. 3), $e/(Eq. 6)$;
      6. Compute $z$(Eq. 7);
      7. Set $xind \leftarrow F_p(K_1, id)$; $y \leftarrow xind \cdot z^{-1}$;
      8. Append EDIndex[$u$] = $(e, y)$ to EDIndex;
      9. Set $xtag \leftarrow g^{F_p(K_x, g_3)}_{xind}$ and add xtag
         to BSIndex;
   10. Set $l \leftarrow H_1(stag_w)$ and append $st_c||c$ to
        PTIndex[$l$];
11. Deploy EDIndex, BSIndex, PTIndex to the blockchain
    batch by batch.

**Initialization:** Each HC executes the system initialization with security parameter $\lambda$. It first finds two big prime integers $p$, $q$, random keys $K = (K_1, K_2, K_3)$ for a PRF $F_p$, and $k$ for a PRF $F$. $H_1$, $H_2$ are two cryptographic hash functions. $P$ is a symmetric pseudorandom permutation. Set $g_i \in_R Z^*_n$ for $i = 1, 2, 3$, and $n = pq$. Then, the system public key for each HC is $PK = (n, F, H_1, H_2, F_p, P, ABE.mpk)$, and the system master key is $MK = (p, q, k, G_1, G_2, G_3, ABE.msk)$.

**DUKeyGen:** This process is conducted by the HCs and AA, authorizing what the users can search and access, respectively. Assuming that an authorized user with attribute list $L$ is permitted to search over keywords $w = (w_1, w_2, \ldots, w_n)$, the HC generates the private key $SK$ for each of its authorized user. For each user, the secret key consists of two parts, i.e., search keyword authorization key $SK_w$ and access authorization key $SK_L$. In detail, the $SK_w$ is computed as:

$$SK_w = (sk_w^{(1)}, sk_w^{(2)}, sk_w^{(3)}),$$

where $sk_w^{(t)} = g_1^t \prod_{i=1}^{n} w_j$ for $t \in [1, 2, 3]$, which is determined by all authorized keywords $w_j$ in $w$. The key $SK_L = \{sk, \{\bar{a}_t\}_{1 \leq t \leq n}\}$ is originated from their attributes and relevant values according to Eq. 2. The secret key set $SK = (k, K, SK_w, SK_L)$ together with the permission set $w$ are provided to the users in a secure channel.

**IndexGen:** To support efficient and secure boolean search on the blockchain, HCs need to execute Algorithm 1 independently to generate encrypted databases, which includes three on-chain indexes: EDIndex, BSIndex, and PTIndex (as discussed in section 5.3.2). They take $DB(w)$, the retrieval decryption key array $RDK$, and the access policy $h$ as the input. In EDIndex, each keyword $w$ in the inverted index is calculated as:

$$stag_w \leftarrow F(k, g_1^w),$$

where the $F$ is a key based PRF, and $k$ is the master key. Then, for every file $id$ of $w$, the key-value pairs $u \leftarrow (e, y)$ is constructed. To build BSIndex, xtag is constructed, indicating that the current keyword is contained in the file. The PTIndex maps keywords to the encrypted partial tokens, which is used to assist the users in generating search tokens. After completing the procedure of index generation, the HCs deploy the EDIndex, BSIndex, and PTIndex to smart contracts, respectively. In this way, the smart contract can access the indexes submitted by this HC.

**Discussions:** Since the EHR files need to be updated frequently, the HCs are responsible for building new search indexes as desired. When the HC adds keyword-file pair in the database, it first calculates $l$ to fetch PTIndex[l] from the smart contract. If PTIndex[l] is empty, it conveys that this keyword has not appeared in the previously posted $DB$. Then, it needs to rebuild the EDIndex, BSIndex, PTIndex of the corresponding keyword as discussed in section 5.3. The HCs then update all the new indexes on the blockchain.

Algorithm 2: Search Token Generation

**Input:** Private key of authorized users $SK$, boolean query $Q$

**Output:** Search Token $ST_w$
1. Initialize $ST_w$ and $xtoken$ to empty arrays;
2. Initialize $s$ to empty set;
3. Set $s \leftarrow s \cup \{w_1\}; x \leftarrow w/s$
4. Calculate the tag $stag$ of stem (Eq.11);
5. Set $l \leftarrow H_1(stag)$;
6. Fetch $st_c||c \leftarrow PTindex[l]$ from smart contract;
7. for $i = c$ to 1 do
6. for all $j$ in $x$ do
7. 1. Compute each $xtoken[i, j]$(Eq. 8);
8. 2. Set $ST_w \leftarrow (stag, xtoken)$;
9. return $ST_w$.

**DUTokenGen:** To perform a boolean search $Q$ on keyword set $w \subseteq w$, the authorized user need to generate the search token with its secret key $SK$. For simplicity, we take the conjunctive query $Q = w_1 \land w_2 \land \cdots \land w_m$ as an example, and the general boolean search will be presented in following section 6.2. Above all, it chooses stem $s \subseteq w$ in $Q$ to generate $stag$ as:

$$stag_w \leftarrow F(k, (s_{w_j}^{(1)} \prod_{w \in w/(w_1)} w^w)),$$

supposing $w_1$ is the stem here. Then, it can access the corresponding PTIndex. Note that, the counter $c$ implies the $c$-th file that includes current keyword. It then generates $xtoken$ that signifies the relation between stem and the rest keyword in $Q$. The complete search token $ST_w$ can be obtained as elaborated in Algorithm 2.

**On-chain Search:** The boolean search scheme following the on-chain index design is illustrated in Algorithm 3. To
Algorithm 3: Search on Smart Contract

<table>
<thead>
<tr>
<th>Input: Search token $ST_w$, partial token $st_c$</th>
<th>Output: Result $R$</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Initialize $R$ to empty sets;</td>
<td></td>
</tr>
<tr>
<td>2. for $i = c$ to 1 do</td>
<td></td>
</tr>
<tr>
<td>3. Set $u \leftarrow H_1((stag_w</td>
<td></td>
</tr>
<tr>
<td>4. Get $(e, y) \leftarrow \text{EIndex}_t.find(u);$</td>
<td></td>
</tr>
<tr>
<td>5. $e_id</td>
<td></td>
</tr>
<tr>
<td>6. if $xtoken[i, j]^y \in \text{BSindex}$ for all $j$ then</td>
<td></td>
</tr>
<tr>
<td>7. Add $e_id$ to $R_t$;</td>
<td></td>
</tr>
<tr>
<td>8. Compute $st_{i-1} \leftarrow P^{-1}(t_i, s_t)$;</td>
<td></td>
</tr>
<tr>
<td>9. return $R$.</td>
<td></td>
</tr>
</tbody>
</table>

search for targeted EHR files satisfying interested query conditions, each authorized user first generates the search token $ST_w$ independently. Next, it posts it to the blockchain through a query transaction so that the peer nodes on the blockchain can execute the smart contracts to match the qualified encrypted file indexes. Particularly, after getting the $i$-th file, it calculates $stag'_i = xtoken[i, j]^y$ and judge if $stag'_i \in \text{BSindex}$. If all of the $stag'$s are contained, this encrypted file index (with fine-grained access control) is a part of the final result $R$. Then, users can obtain their search results on the blockchain.

For the user with private key $SK_L$, it then decrypts the encrypted ciphertext in $R$ to get the matching file ID and the retrieval key $k_{id}$. That is, if $L \models \alpha$, the user computes $\sigma_\alpha = \prod_{\exists \in e, \exists \in i, d_t}$ to get the original message as shown in Eq. 4. At last, the user can get the plaintext medical files by decrypting encrypted file with the retrieval key $k_{id}$.

### 6.2 Extension to General Boolean Search

As mentioned, we have only explained our protocol for the case of conjunctive keyword queries. Similar to [15], [16], our scheme can also be extended to support the form $w_1 \land \psi(w_2 \cdots, w_n)$, where $\psi$ is a boolean formula of keywords $w_i$ belonging to the permitted keyword set $w$. Thus, the authorized users consider $w_1$ as the stem to calculate $stag$ and $xtoken$ for the rest of keywords in the query. Differently, they need to submit the search token together with the boolean formula $\psi$ to the blockchain. In the on-chain search procedure, after retrieving the tuple $(e, y)$, smart contract will record a new series of boolean variables $v_2, \cdots, v_m$ as defined in Eq. 12 instead of checking whether all $xtoken \in \text{BSindex}$ or not.

\[
\begin{cases}
    v_1 = 1, & \text{if } xtoken[c, i]^y \in \text{BSindex} \\
    v_1 = 0, & \text{otherwise}
\end{cases}
\tag{12}
\]

Then, the value of boolean formula $\psi(v_2, \cdots, v_m)$ can be evaluated easily. If it is true, which means the tuple satisfies the query condition, the encrypted index $e$ will be added into the final result. By following the similar design, we can achieve any boolean query expressions.

### 6.3 More Discussions

Comparing to the centralized model, blockchain technology shows great advantages to facilitate the scattered EHR sharing, while it lacks privacy protection. Since the patients’ EHR files are personal and highly sensitive, it is indispensable to design a secure medical data sharing scheme. Moreover, who can access the plaintext EHR file is also an essential issue. In this paper, we design an efficient and secure EHR sharing protocol with fine-grained access control customized to the blockchain. In the implementation, we are also aware of the defect of blockchain’s efficiency. There are already many excellent works [53], [54] that concentrated on improving the scalability and throughputs of the blockchain. The advancement of BaaS technology further provides promising scalable solutions. HCs can utilize the distributed storage system, for example, InterPlanetary File System (IPFS), to reduce the local storage overhead. Based on these observations, we can foresee that the blockchain-based, secure, and feasible EHR sharing system will be applied in the near future.

### 7 Security Analysis

In this section, we demonstrate the security guarantees of the proposed scheme for secure search over the encrypted on-chain indexes. Recall that we technically combine the SE and ABE schemes to design the secure boolean search protocols with access control. With the SE scheme, the smart contracts can perform search operations securely. Meanwhile, the ABE scheme enables credible fine-grained authorization for EHR sharing in multi-user scenarios. To formally analyze the security guarantees, we follow the adopted cryptographic primitives in the framework of SE [55]. Specifically, we first define the setup leakage $L^{Stp}$ as:

\[
L^{Stp} = (|EIndex|, \langle |L_1|, |P_1| \rangle_n, |BSindex|, \langle |xtag| \rangle_x, \langle |PTindex|, \langle |L_2|, |c|_m \rangle_m),
\]

where $|EIndex|$ and $|BSindex|$ are the size of index EIndex and corresponding BSindex, respectively. $|PTindex|$ is the size of PTindex map. $\langle |L_1|, |P_1| \rangle_n$ are the ciphertext lengths of $n$ key-value structures in EIndex. $\langle |xtag|_x \rangle$ is the length of $x$ elements in BSindex set. $\langle |L_2|, |c|_m \rangle$ are the ciphertext lengths of $m$ key-value pairs in PTIndex, in which $c$ indicates the file number. When a user sends a search transaction for the keyword set $w = \{w_1, \ldots, w_n\}$, the view of an adversary is defined in the leakage $L^{Srch}$ as:

\[
L^{Srch} = (ST_{w_1}, PTindex[w_1], \langle L_1, P \rangle_s),
\]

where $ST_{w_1}$ is the search token, $PTindex[w_1]$ is the matched entry of PTIndex map of keyword $w_1$, and $\langle L_1, P \rangle_s$ are s matched EDIndex entries. When updating keyword $w$ in EDIndex index, the leakage function $L^{Updt}$ captured by an adversary is defined as:

\[
L^{Updt} = (op, EIndex[w], PTindex[w]),
\]

where $op \in \{add\}$ denotes update operations for $(kw, id)$ pairs, $EIndex[w]$ is the updated entry of the EDIndex index, and $PTindex[w]$ represents the keyword $w$ entry in PTIndex map. Apart from above leakages, we also define the leakage $L^{Rep}$ for repeated queries:

\[
L^{Rep} = (M_q \times q, R_q)
\]

1. 4. https://github.com/ipfs/ipfs
Proof.\footnote{5} Theorem 1.\footnote{6} RealD(λ) and IdealDpoly,λ,SOpp(λ) with a probabilistic polynomial time (PPT) adversary $A$ and a PPT simulator $S$: \begin{itemize} \item RealD(λ): the experiment calls $KGen(1^λ)$ to generate a private key $k$. $A$ selects a sample set $(w, id)$ to build the encrypted indexes via Setup and Update algorithms with the private key $k$. Then $A$ adaptively conducts a polynomial number of queries with authorized keyword via Search algorithm. Finally, $A$ returns a bit as the output. \item IdealDpoly,λ,SOpp(λ): $A$ selects a sample set $(w, id)$, and $S$ simulates indexes $EDindex, BSindex$ for $A$ based on $L_{Stp}$. From $L_{Updt}$, $S$ can update the encrypted indexes. Then, $A$ adaptively conducts a polynomial number of queries. $S$ simulates search tokens and ciphertexts from $L_{Rpt}$ and $L_{Rpt}$ in each query. Finally, $A$ returns a bit as the output. \end{itemize} \begin{tabular}{lllll} 0 & $\Omega$ & \ is a $(L_{Stp}, L_{Rpt}, L_{Updt}, L_{Rpt})$-secure scheme, if for all PPT adversaries $A$, there exists a simulator $S$ such that: & Pr[RealDpoly,λ(1) = 1] & $-$ & IdealDpoly,λ,SOpp(λ) = 1 & $\leq$ & negl(λ), where negl(λ) is a negligible function in λ. \end{tabular} \begin{table} \centering \caption{Time Cost of ABE Algorithm (ms)} \begin{tabular}{|c|c|c|c|c|c|c|c|} \hline Attributes number & Setup cost & KeyGen cost & Encrypt cost & Decrypt cost \hline 2 & 21.81 & 11.50 & 2.99 & 4.09 \hline 4 & 34.35 & 18.45 & 2.86 & 4.33 \hline 8 & 47.12 & 33.42 & 2.76 & 4.48 \hline 16 & 63.42 & 64.15 & 2.59 & 4.01 \hline \end{tabular} \end{table} 

8 Evaluation Results

8.1 Prototype Implementation

The primary goal of MedShare is to achieve a secure and reliable medical data sharing system among distributed medical databases. We implemented the system prototype\footnote{7} and deployed it on the Ethereum blockchain network TestRPC [56] to evaluate the performance of the whole process. We comprehensively analyzed the overhead of both latency and storage through different database scales and various potential influence factors in each procedure.

MedShare was implemented in Python, and the Ethereum smart contract was deployed by Solidity\footnote{8}. Solidity is an object-oriented programming language designed for implementing functions in Ethereum. Moreover, MedShare interacts with the blockchain platform based on web3. Specifically, we employ HMAC-SHA256 from the python cryptography library for the key-based cryptography functions: $F$, $F_{\nu}$, and $p$. The first and second parameters of HMAC are set as the key and input, respectively. For the hash function set $\{H_1, H_2\}$, we choose the standard hash implementation SHA-256 [57]. The experiment was conducted on a desktop computer with Ubuntu 18.04.4 LTS operation system, Intel (R) Core (TM) i7-6700 CPU, 16 GB of RAM. The evaluation data set, consisting of $7.6 \times 10^4$ knowledge-file ID pairs, was synthesized from the Enron email database. The corresponding file IDs of the keywords were picked randomly from a set of strings. Different numbers of keywords were included in each file, varying from 40 to 400. The various numbers of file IDs and keywords were set in the evaluation.

For the on-chain access control, we adopt the constant-size ABE algorithm proposed in [17] based on the Type A elliptic curve to test its performance. Here, we show its latency overhead with distinct attribute sizes. TABLE 2 shows the performance when ranging attribute size from 2, 4, 8, 16, where we ran the algorithm ten times, and each time cost was the averaged running time, separately. From this table, we can conclude that the time cost of the Setup and KeyGen phase grows linearly with the attribute scale while the Enc and Dec phase features constant computation cost, which is significantly user-friendly.

5. https://github.com/groupBy/MedShare2021
7. Online at http://www.cs.cmu.edu/~enron/
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Fig. 4: Evaluation for MedShare off-chain performance.

8.2 Local Performance Evaluation

The data outsourcing process includes system setup and data processing procedures. In the setup phase, the computing cost concentrates on system parameter configuration and EHR preprocessing. We were first required to produce the relevant system parameters for the ABE scheme and RSA. Then, in the data preprocessing procedure, each keyword was mapped to available prime integers for generating search token non-interactively. In MedShare, we design the non-interactive mechanism where the HCs are not required to stay online to produce the search token for each query from users. To demonstrate the advantage of our design, we compared the latency with that from the interactive method [52], where the users need to interact with the HCs before each query. Fig. 4(a) depicts the comparison of cumulative time overhead between two mechanisms. Note here, we both performed 1000 times query under the same setting that the least frequent keyword contained one file ID. From Fig. 4(a), we can see that the interactive mechanism will lead to 6.4s latency when compared to our non-interactive approach. This is because the users have to rely on the HCs to send the search token to them in each query. In contrast, in MedShare, there is only a one-time interaction. After that, the users can produce authorized search tokens independently, without bothering the HCs.

The data processing procedure refers to building the secure index (generating EDindex, BSindex, PTindex) and secret key generation. To evaluate the index generation procedure, we chose approximately \( 3.2 \times 10^4 \) keyword-file ID pairs in the plaintext form. We assumed the HCs could fetch the corresponding prime integer of each keyword from the mapping table to cut down the total time overhead. As shown in Fig. 4(b), the time cost of generating encrypted index was almost linear with the number of keyword-ID (kw-id) pairs, and the total overhead of all the above pairs were about 171s and 5.4ms per pair. The secret key generation phase in MedShare can be separated into two parts: attributes key and search keyword authorization key. The computation time cost of the former one has been presented in TABLE 2. The cost of the latter part is shown in Fig. 4(c), from which we can see that the overhead was linear with the number of authorized keywords. Note here, this is the core design of achieving the non-interactive mechanism, which has dramatically optimized the search token production process. It is also worth mentioning that both the index and secret key generation are one-time procedures within an acceptable time cost level. As shown in TABLE 3, we measured the local time cost of all the procedures. In our design, it just took around 5.3ms to encrypt one pair of keyword-ID. When the search keywords number was set to six, the time cost of the search token was also quite appreciable. Furthermore, merely 30ms were cost to retrieve the search result under the setting of \( 7.6 \times 10^5 \) index, which is extremely fast for privacy-preserving applications.

Before performing the boolean search, the users need to generate search tokens. For a set of search keywords in the query, they can be regarded as two parts: the first keyword and the rest. In particular, the first keyword is the least frequent keyword \((\text{stem})\), which means the number of file IDs containing it is the least comparing to the other keywords in the query. Analyzing the core design of the token generation, we can realize that the factors that influence the latency are the number of file IDs of the least frequent keyword and the number of the keyword in the query set. As shown in Fig. 4(d), the time cost grew as the number of file IDs of the first keyword increased under the same set of search keywords. For example, when the query set consisted of 20 keywords, the latency boosted from 6.07s to 12.44s as the file number was configured as 10 and 160, respectively. Furthermore, the number of keywords in the query also played a great role in the search token generation. The latency raised from 7.48s to 14.18s when the search keyword changed from 5 to 25 under the same number of files as 160.

8.3 On-chain Performance Evaluation

After all the preparations, the HCs need to post the EDindex, BSindex, and PTindex on the blockchain platform for boolean search services. To assess the feasibility of MedShare, we measured the gas consumption of implementing the smart contract on Ethereum, including the deployment of smart contracts, posting indexes, uploading the search token, and search procedure. Specifically, the gasPrice is set to 1 Gwei, where 1 Gwei = 10^{-9} Ether. The cost of Ether is computed under the Ethereum gas rules: \( \text{etherCost} = \text{gasCost} \times \text{gasPrice} / 10^9 \). As shown in Fig. 5(a), deploying our smart contract on Ethereum cost about $0.74 with an

<table>
<thead>
<tr>
<th>Keyword-ID pairs</th>
<th>BuildIndex time(s)</th>
<th>TokenGen time(ms)</th>
<th>Search time(ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>(1572, 2959)</td>
<td>18.78</td>
<td>18.73</td>
<td>6.21</td>
</tr>
<tr>
<td>(2861, 6790)</td>
<td>36.53</td>
<td>35.67</td>
<td>11.73</td>
</tr>
<tr>
<td>(4278, 13682)</td>
<td>72.96</td>
<td>44.01</td>
<td>14.71</td>
</tr>
<tr>
<td>(7798, 31845)</td>
<td>169.68</td>
<td>61.41</td>
<td>20.42</td>
</tr>
<tr>
<td>(12835, 75852)</td>
<td>405.97</td>
<td>87.34</td>
<td>29.09</td>
</tr>
</tbody>
</table>

TABLE 3: Local Query Time Cost
exchange rate of 1 Ether = $200 USD\(^8\). Meanwhile, it took $7.87 USD to post 60 batches of the index, which has confirmed that the capital cost is not a burden for the HCs. Moreover, the gas cost for deployment, uploading search token, and the search process almost remained constant with certain search capabilities, which is also acceptable for users. For the EHR file update process, the reconstruction of these indexes is off-chain, where the evaluation of update costs are the same as that in Fig. 5(a).

In Fig. 5(b), we further measured the transaction confirmation latency of posting different numbers of indexes to the smart contract. The average time for mining block is set to 2s. The experiment results show that posting index is considerably fast. It took approximately 5.97s to deploy 500 index entries while merely 17.10s was spent in recording more than 8000 pairs of indexes on the blockchain. Furthermore, we assessed the efficiency of on-chain search and obtaining the result from the blockchain. Fig. 5(c) demonstrates the latency varied with the number of index entries and search keyword set. From this figure, we can conclude that search latency is not dominated by either the deployed index number or the keyword number. This is because the time complexity of both the key-value match of EDIndex and the existence judgment of BSIndex is \(O(1)\). The result confirms that boolean search complexity is independent of database size. With this characteristic, MedShare has excellent scalability of boolean search. The search cost here is determined by the number of the least frequent keyword and the number of the final result to be recorded on the chain. Taking this into consideration, we set the deployed index entries as 8000 and the number of the least frequent keyword ranging from 10, 20, 40, 60, respectively. Ignoring the impact of transaction confirmation, Fig. 5(d) shows that the latency increases almost linearly with the file number of the least frequent keyword. This confirms the reality that search complexity is decided by the number of the files containing the least frequent keyword.

To comprehensively evaluate the performance of MedShare, we further compare the overhead ratio of on-chain search by smart contracts. As shown in Fig. 5(e), the introduced overhead ratio will be moderated with the expansion of the keyword-ID scale. For instance, the overhead ratio decreased from more than 20% to nearly 5% when the number of index extends from 500 to 8000. The underline reason is that the index generation and uploading will take up the most latency with the data set expansion. In Fig. 5(f), we then investigated the storage overhead of different parts of the indexes. The result indicates that the storage cost accumulates linearly with the amount of data set. For example, 0.3MB is taken up with the index number of 500, roughly half of that for encrypting 1000 pairs of the index. Note here, the ABECipher is included in the EDindex. In a nutshell, all the results above show that cryptographic design in MedShare provides an acceptable balance between time latency and storage overhead.

9 Conclusion

In this paper, we propose MedShare, a new blockchain-based EHR sharing system with fine-grained access control. To preserve EHR privacy and search confidentiality, we construct a new design to generate encrypted indexes published to the smart contracts. In MedShare, a constant-size ABE scheme is designed to keep data privacy while achieving fine-grained access control on the blockchain. We present how to build encrypted EHR indexes, generate search tokens, and achieve efficient multi-keyword boolean search on a blockchain platform with reliable search result. To show the security guarantee, we provide a thorough security analysis to illustrate that our proposed scheme can protect the confidentiality of both indexes and search tokens. Finally, a system prototype is implemented and deployed on Ethereum to evaluate the feasibility and efficiency of MedShare. One promising direction of future work is to extend our design to support dynamic on-chain access control authorizations, where the access policy can be changed (revocation) as desired.
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